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A
gility processes promise to react flexibly to continuously changing requirements. That is why agile processes are currently treated as a panacea for successful software development. However, agile processes are almost always recommended for small projects and small teams only—bad news for those large teams that have to deal with speedy requirements changes.

Software engineers tend to question the feasibility of agile software development in the large, not only because most agile processes claim to work mainly for small teams, but also because most of the projects that fail are large. The reason most (large) projects fail is a lack of communication: among teammates, between team and manager, between team and customer, and so on.

The Importance of Communication

Communication is one of the focal points of agile processes. But can effective communication ever be established successfully for large teams? The popular opinion is that it can, leading to the idea that if you have a hundred people on a development team and get rid of all but the top twenty or (preferably) fewer, the chances for project success will rise significantly.

However, you can’t generally avoid large projects. Sometimes, you will face constraints that force you to run a large project with a large team. For instance, some projects have such a large scope that it is not possible to realize it with a small team in the defined time frame.

If you want to take advantage of agile processes, several questions arise: Are agile processes able to scale? That is, Can they be amplified in order to support large projects? And, moreover, are they able to support large projects? And what kind of problems occur when an enterprise decides to use an agile process for a large, perhaps even mission-critical, project? My book tries to answer these and many questions relating to agile software development. Here, though, I discuss some aspects of what I mean by large projects.

The Dimensions of Largeness

In my experience, I have found that a project can be considered large in many dimensions. For example, the money, scope, amount of people, and risks involved can be large. These different “dimensions” of largeness are mostly interrelated.

(continued on page 2)

Greetings

As we approach our 20th anniversary in December, we take pride in what’s shaping up to be our most prolific year ever. As we describe below and on page 6, we’ve added three books to our forthcoming titles list. Be sure to subscribe to e-DHQ for updates as we release these titles in the coming months—just e-mail info@dorsethouse.com.

DeMarco and Lister Waltz Away with a Jolt Award for Best Book

In a ceremony at the SD West conference in Santa Clara, California, Tom DeMarco and Timothy Lister’s Waltzing with Bears: Managing Risk on Software Projects was awarded the Jolt Product Excellence Award for best general-interest book.

The Jolt Awards are presented every year to products that have boosted the productivity of software professionals. Tim Lister was present to receive the award, a can of Jolt cola ensconced in a lucite cube. Out of just six finalists for the award, another Dorset House release was honored: Five Core Metrics: The Intelligence Behind Successful Software Management, by Lawrence H. Putnam and Ware Myers. To celebrate these honors and to jolt as many readers as possible, we are offering a 20% discount off Waltzing with Bears and Five Core Metrics when you order before August 31, 2004. Call (800)-342-6657 and mention “JOLT 20” or order online at www.dorsethouse.com/jolt/. See page 3 for an excerpt from Waltzing with Bears.

Large Teams Go Agile, Too, with New Book

HOT OFF THE PRESSES: Agile Software Development in the Large: Diving Into the Deep, by Jutta Eckstein, explores ways to adapt agile methods for use on large projects. A board member of the Agile Alliance (www.agilealliance.org) and an early supporter of the Agile Manifesto, Jutta (pronounced U-tah) shows large teams how to scale-up the processes and value system of lightweight, agile methods, which have generally been considered limited to small teams. Jutta presented the first printed copies of her book while serving as the program chair at XP2004, held in Garmisch-Partenkirchen, Germany, June 6–10. See this page for an excerpt from Jutta’s book and page 7 for ordering information.
Some dimensions—scope and people—exist as a first-order consequence of the requirements and constraints. Others are derived from these first-order dimensions.

You can definitely run a large-scope project with a small team. But large-scope projects are almost always developed by a large team—especially in large companies.

Typically, if a project is large in terms of people, all its other dimensions are probably just as large. For example, you will hardly ever find a large team working on a project with a narrow scope, a schedule of only three months, or a budget of only a few hundred thousand dollars. The project itself might not carry any extraordinary risk, but scaling all the project’s dimensions implies a risk of its own. For instance, if a lot of money is involved, there is a high risk that a lot of money will be lost. Or, if the time frame is extremely large, the risk that the project will never be finished at all increases.

The Impact of Largeness

Of course, large is not a well-defined magnitude, and neither is the largeness of a team. Will a team be considered large if it contains 2, 10, 100, 1,000, or even more people? And what impact does every additional order of magnitude in staff number have on the process? For example, let’s look at its influence on communication:

- **2 people and more:** If a project is developed by only one person, that person should have the big picture of the project in mind. He or she knows the whole system in terms of code and design. As soon as another person is added to the project, these two people will have to communicate with each other. Communication is the only thing that will enable both developers to understand what is going on and to further coordinate their efforts. For example, it would be annoying if they both worked on the same programming task unknowingly, only to find out once they began to integrate the code.

- **10 people or more:** With teams of this size, you have to start coordinating members’ efforts and their communication. You have to explicitly establish communication channels in order to discuss topics with the whole group.

- **100 people or more:** Even if you have an open-plan office available, teams of this size will not fit in a single room. Therefore, across the entire team, you have to strategically foster the kind of “natural” communication that would take place inside a single room.

- **1,000 people or more:** Chances are high that this team will not only be distributed over several rooms, but also over several buildings, perhaps even on different floors. Consequently, the people on the team are unlikely to know all their teammates.

This example shows not only that large is relative, but also that scaling can lead to different consequences.

Detecting the Agile Process for Scaling

A large team is typically split into many smaller teams. Because a lot has been written elsewhere about agile processes in small teams, I do not focus on the processes these subteams are using. Instead, I concentrate on the process that brings them all together and enables them—despite the large number of people—to work together with agility. Therefore, rather than focus on every aspect of agile processes, I concentrate only on those that work differently in large projects developed by large teams.

"...a thought leader in agile processes and patterns. ... she has a lot to say and the industry will be the better for her guidance and advice."

—KEN SCHWABER
Founder and director, Agile Alliance
Co-developer of the Scrum Agile Process

About the Author

Jutta Eckstein is an independent consultant and trainer. She has unique experience in applying agile processes within medium-sized to large mission-critical projects. She is a member of the board of the Agile Alliance and a member of the program committee of several European and American conferences in the area of agile development, object-orientation, and patterns. For more information, visit www.jeckstein.com.
There you are behind the wheel of the Panther Racing Pennzoil Dallara machine with its huge Aurora engine roaring. This is the maximo racing experience. You downshift going into the third turn and skid slightly, but you come out of it nicely, shifting up and accelerating. Your speed on the straightaway is maybe 220 or 225. You pass one, two cars in a blur, and by golly, you’re leading the pack. This is your dream and it’s coming true.

Take an instant to get perspective: You’ve been driving for two hours and fourteen minutes, and it’s no wonder you’re tired. This is lap 198. There are fewer than five miles between you and the checkered flag. Whatever you do, don’t let up. Keep applying the heat, but play it safe because this race is yours to lose. In fact, the only real threat is Team Green. They’re still behind you, but not very close. You place yourself tight on the rail and concentrate. Only one little piece of your mind is focused on anything but driving: It’s the piece that’s listening to the gas alarm. You glance down and see that the needle is on empty. But there are only a few miles left. Your pit crew is waving you in, but a pit stop now means losing. The engine has never sounded better. You bear down, holding your position exactly between Team Green and the finish. The last lap. This is it—you’re going to win!

But wait, the engine is sputtering. It’s coughing; you’re starting to lose momentum. Hold on, baby. You urge it on as best you can, but there is no engine now. What the hell, you think, being first across is still a win, even if you’re coasting. You coast, nearer and nearer and nearer the line . . . but then you stop, just a few feet short. Team Green goes roaring past.

What just happened? You made a calculated decision to skip the pit stop in order to have any chance at all of winning. You willingly took a chance of not finishing at all in order to hang on to even a remote hope of finishing first.

That makes good sense if you’re an Indy 500 racer. But you aren’t. (Sorry.) You’re a software project manager. The same mind-set on a software project is a disaster. When you take every chance in order to win, you may raise the consequences of losing, far beyond where they need to be.

It’s a strange calculus but true: Limiting the extent of your losses in software project work is more important, on average, than doing anything about your wins. Every organization suffers defeats in this business. The ones that get hurt most by their defeats are the losers, no matter that they win a few others.

When you challenge your subordinates to pull out the stops and bring the project home on time (even though the schedule is ludicrous), you need to understand that you’re staffing your key positions with NASCAR racers. They will take every chance, ignoring every imaginable downside, in order to preserve—at least for the longest time possible—any thin, little chance of winning.

Call that what you will, but it ain’t risk management.
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DHQ: You describe your new book, Best Practices for the Formal Software Testing Process, as one you wish you’d had at the start of your testing career. What’s your main message to today’s testers?

RDD: This book is intended to provide a process-related look at the software and system testing life cycle.

I wrote this book because when I first began software testing, I had previous experience in testing complex hardware systems. Had I just followed that model, I wouldn’t have realized the criticality of beginning test planning during requirements definition.

Also, I initially didn’t realize the importance of test design (for example, identifying test cases at a high level, prior to developing the cases and writing test procedures). Fortunately, I had been introduced to Software Quality Engineering’s Systematic Test and Evaluation Process at the very start of my software testing career, as well as being introduced to the IEEE Std. 829-1991, the IEEE Standard for Software Test Documentation.

Many people don’t start out with this background. When I began my software testing career in the early 1980’s, software QA and testing were seen as policemen and adversaries of the development team. Now, we realize that we should be a single team interested in providing products to our customers with a minimum number of defects while satisfying the user’s requirements.

My main message is that we test engineers and test managers need to optimize our processes and the way we work so that we can help our organizations deliver quality products. I believe we can only do this if we understand our testing process and are continually working to improve it.

DHQ: In his foreword to your book, William E. Perry describes how your focus changed over the years, until you began concentrating on the testing process. What drew you to the testing process?

RDD: The answer to this one is simple. After attending many conferences, I realized that process is critical. As a poster on the wall of our work area states, “Action without process is perilous.” Such a situation is also chaotic.

I had also been exposed to the importance of process by coordinating the first SEI-style self-assessment in Eastman Kodak Company’s Research and Engineering Division in 1987. After working on a couple of process definition and improvement initiatives at Eastman Kodak, I realized that understanding a process was the first step to effective process improvement.

What solidified my interest in the testing process was the need to create a solid Basis of Estimate for a large program Kodak and IBM were bidding on for the IRS. That’s what led to the development of this model. By the way, we won the contract, but that’s another story.

DHQ: One especially memorable phrase from the book is that “There is no ‘one true way’ to test software.” What misconception is out there—and where does that one true way mislead testers?

RDD: Like anything, the way you test depends on the environment you’re in. If you’re in a DoD, NASA, FDA, or other highly regulated environment, you need a rigorous testing process and approach to testing, because errors can cost people’s lives. If you’re on a program working a spiral or other iterative life cycle, you need a defined process for each iteration. In the dot-com environment, you have to develop and test quickly to hit a very limited window of market opportunity. In an XP environment, you’re coding and testing together. Each environment demands a different approach to testing.

So, a testing process model has to be tailorable. One size doesn’t fit all; one process doesn’t apply to all projects.

DHQ: You also assert that testing is not a phase—that testing should start during requirements elucidation and extend through system testing. How is this scope of testing different from common practice, and what problems does it solve?

RDD: There are so many visions of the scope of testing that this question is difficult to answer without writing a whole other book. I believe in what I like to call “life cycle testing.”

I’d like to hope that with all the work that’s been done by good testing consultants and practitioners over the years, my assertion isn’t unusual. However, in a number of companies in the commercial world, the development environment is still one where the developers “throw products over the wall” to test engineers, who in some cases don’t even know there’s a new product being worked on. (I worked at a small company like this a few years ago. Surprising the testers with a delivery doesn’t say much for management, the test engineer, or the development engineer’s ability to communicate, but that’s another issue.)

If test engineers have a customer’s interests and perspective in mind, they can ask significant questions during requirements analysis. Test engineers should also be planning their tests at that time, so that when coding and debugging is complete, the test team has its test procedures ready to run and the test environment in place to properly evaluate the quality of the product.

But let there be no mistake; the developers are responsible for the quality of the product. Test and QA engineers measure the quality of the product, but you don’t achieve zero-defect code through the application of testing alone.

Note that I consider testing and SQA to be two different disciplines. This philosophy came from the fact that IEEE has separate standards for SQA plans (IEEE-Std-728) and test plans (IEEE-Std-629). I happen to have a similar process model for SQA, if anyone’s interested.

DHQ: Thanks, Rodger!
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This book introduces ECSAM, an Embedded Computer Systems Analysis and Modeling method. The ECSAM method allows systematic analysis of the interaction of a system with its operational environment.

Although the method was originally developed to help in the analysis of embedded systems—which typically consist of hardware and software—it has shown its effectiveness over the years in the analysis of software-only systems, hardware-software systems, as well as in the analysis of the operation of organizations and teams.

The E-Level Model

The analysis process focuses initially on the E-level model, an extended scope of the system. The E-level model defines the dynamic properties involved in the interaction of the system with its environment. The scope of the E-level model includes the system—presented as a “black box” whose inner workings are not of concern at this stage—and the environmental systems with which it interacts. The E-level model defines the system boundary, the external (“environmental”) systems with which the system interacts, the interfaces between the system and the external systems, and the known interfaces between the external systems. The dynamic view of the E-level model provides the basis for the systematic derivation of use cases and of the resulting operational scenarios that define the required dynamic behavior of the system, as well as the basis for the derivation of operational and test requirements.

The S-Level Model

The static and dynamic properties of the system discovered by analysis of the E-level model serve as a starting point for the second phase of analysis, in which the inner workings of the system to be built are modeled and analyzed as a “white box.” Transition between black-box and white-box models is carried out by limiting the scope of analysis to the system and its interfaces, creating a system model that is called the “S-level model.”

The S-level model is a hierarchical conceptual model of the system, allowing separate analysis of conceptual subsystems to a level of refinement deemed appropriate by the analyst. The analysis of the S-level model addresses its static and dynamic properties in a manner similar to the one employed in the analysis of the E-level model. During successive iterations of modeling and analysis, the system is broken down into lower-level conceptual (logical) subsystems.

Verification and Flow-Down

The analysis process verifies the correctness of the decomposition and the consistency of the properties of the system and its subsystems (at any level). Correctness is verified by demonstrating that the static and dynamic properties of the system (or any of its subsystems) can be expressed in terms of the properties of its conceptual components.

Requirements originally allocated to the system are iteratively allocated to progressively lower-level subsystems. This flow-down process drives the refinement of high-level requirements and determines the mandatory characteristics of the individual subsystems.

Views and Semantics

The ECSAM method uses several complementary and interrelated views, all of which utilize graphical representations. ECSAM also uses formal (graphical and mathematical) semantics, wherever applicable, in the specification of the E-level and S-level models, producing executable specifications that allow the analysts to test the system’s conceptual, static specification and simulate its dynamic behavior.

To the beginning ECSAM modeler, a graphical modeling language that has rigorous, well-defined semantics and that imposes strict modeling rules may seem an unnecessary burden, particularly when the diagrams are compared to freehand drawings that may initially appear similar. However, insistence on the correctness and consistency of the model—from its earliest stages of development—proves to be one of the best investments a project can make, sparing the budget the ever-escalating cost of rework necessitated by ambiguous diagrams and error correction during later phases of the project.

Early Praise

“I like this book a lot. It is one of very few books on systems and software engineering that introduces a solid and comprehensive methodology, which has been carefully worked out, has been extensively used, and has also been meticulously taught to a large number of students and engineers... A truly valuable contribution to the field!”

—David Harel
Professor, Faculty of Mathematics and Computer Science, The Weizmann Institute of Science, Israel

About the Authors

Jonah Z. Lavi, the lead developer of ECSAM, consults and teaches industrial and university courses in the modeling and requirements specification of computer-based systems.

Joseph Kudish is an independent consultant specializing in systems and software engineering and in the appraisal and improvement of technical and management processes.
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“...write an effective job description...create phone-screen...and more.”
—Tim Keller,
Software Quality Professional

Just Enough Requirements Management: Where Software Development Meets Marketing
Requirements specify the needs of our users, customers, and markets. Without a thorough understanding of those needs, we are wasting our time. Professor, author, and consultant Alan Davis, former editor of IEEE Software, offers a pragmatic approach to identifying how many requirements are “just enough” to satisfy our customers and to meet our goals for schedule, budget, and resources.

Endgame: Eliminating Defects, Controlling Change, and the Countdown to On-Time Delivery
In software development, projects are won or lost during the endgame—that final stage between the release for testing and the release to customers. Focusing solely on the endgame, experienced software project manager Robert Galen provides hands-on practices for defect triage, defect repair decisions, CCB meetings, defect tracking, and more.

Hiring Technical People: The Artful Science of Getting the Right Person for the Job
Hiring technical people is one of the most critical and difficult processes a manager can undertake. This book takes the guesswork out of hiring, and diminishes the risk of costly hiring mistakes. With the aid of step-by-step descriptions and detailed examples, you’ll learn how to: write an effective job description; source desirable candidates; develop intelligent ads; analyze resumes; interview efficiently; create phone-screens; check references; construct an offer; and more.

Object-Oriented Computation in C++ and Java
“...just enough...”
—CONRAD WEISERT

Object-Oriented Computation in C++ and Java
Virtually all business, scientific, and engineering applications are heavily reliant on numeric data items. However, relatively few programmers are trained to exploit the full computational power of C++ and Java. Professor and consultant Conrad Weisert offers new techniques for manipulating numeric data types, reinforcing the concepts with helpful exercises throughout. The text is suitable for self-study or use in an undergraduate course.

Discover ECSAM, a method for requirements engineering and the modeling of computer-based systems (CBS). Practiced since 1980 in evolving versions by large numbers of systems and software engineers worldwide, ECSAM was developed in part at Israel Aircraft Industries for the analysis and design of complex reactive embedded systems and software. The method guides engineers in modeling operational, functional, and design requirements, considering both static and dynamic aspects of systems.

Testing Dirty Systems
Some systems are more difficult to test than others. Software testers contend with undefined or partially defined requirements; outdated, incomplete, or nonexistent documentation; complex logic; a mixture of languages; or worse. All of these factors make a system dirty, or virtually untestable. In Testing Dirty Systems, William Perry and Randall Rice—authors of Surviving the Top Ten Challenges of Software Testing—teach testers a six-step process for approaching such systems: system diagnosis • test planning • test execution • test analysis • report development • dirty system repair.

*Order Before August 31, 2004 and Save 20% On These and Other Titles—See Page 7 for Details.
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This issue of The Dorset House Quarterly offers an interview, excerpts, news about forthcoming books, reviews, and Author News.

If this is your first issue of DHQ, or if you’d like to receive e-DHQ, the e-mail edition, call us at 1-800-342-6657 to sign up for a free subscription.

Or, send us your address and phone number via our Website, www.dorsethouse.com, or e-mail info@dorsethouse.com.
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